Daily Maintenance

The Dashboard

Every HUB comes with an administrative dashboard that gives you a quick overview of some activity or items on the site that need attention.

1. Login to the /administrator interface.

2. Once logged in, you should be presented with a dashboard of categories and the activity within them, such as “Abuse Reports”, “Support Tickets”, etc.
Approving Content

Approving Pending Content

Depending on whether auto-approval for user-submitted resources on a Hub is turned On/Off, which can be done in each component's settings (Options), you may need to watch for newly submitted content awaiting for administrator approval to be published on the Hub. The administrative dashboard shows whether content is pending approval by component.

You can publish a pending piece of content just by clicking on the title and select appropriate status from the detailed page, as shown below.

As soon as new content is published, it will be available for Hub users to access and search the item, depending on access restrictions.
Tools

Tool Pipeline (a.k.a. Contribtool)

The tool pipeline is the process that manages the publishing process for tool resources on the hub. There are nine states of a tool within the tool pipeline:

Each state is associated with a set of tasks that either the tool developer or the hub administrator must perform. We will refer to tasks the tool developer must perform as "user tasks", and tasks the hub administrator must perform as "admin tasks".

Preparation

To accomplish many of the admin tasks, the user acting as the admin must be a part of the
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"apps" group. To be added to the "apps" group:

1. Login to the hub's administrative back end and find the "Groups" component.
2. Type "apps" into the search box.
3. Click on the number under the column "Total Members"
4. Type the admin's username into the Add input box, choose "Members" from the drop down menu, and push the "Add users" button.

Registering a Project

The first step in the tool pipeline is for the tool developer to register the tool by filling out the tool contribution form. This is a user task. Go to the web page https://yourhub.org/contribute (substituting "yourhub.org" with the name of your hub). Use the "Getting Started" button in the upper right side of the web page to start the contribution process. On the left side of the web page, a list of contribution types will be shown. Choose the TOOLS contribution type.

The tool registration form will be presented. The form asks for some basic information regarding the name of the tool, a short description of the tool, and who can access the source code repository. There are also fields available to add restrictions on who can run the tool once it has
been published, and who can access the Trac project area. All of the information on this page can be changed at a later date, except for the tool name. Once the tool name has been registered, it cannot be changed, so pick a good one. When the registration form has been completed, push the "Register Tool" button at the bottom of the page, and the state of the tool will be changed to "Registered"

**Registered to Created**

Once the tool has been registered by the tool developer, it is up to the administrator to create the project. Creating the project is an admin task. Start by going to the web page https://yourhub.org/tools/pipeline. This page lists out all tool contributions on the hub. Tools that require administrator attention are highlighted. If a tool has been registered by a tool developer, but there are no tool contributions listed on the tool pipeline web page, there may be a privileges related error. Make sure the administrator account being used is a member of the "apps" group. Instructions on how to do this are in the section labeled "Preparation".

The newly registered project should be highlighted on the tool pipeline web page. Choose this
project by clicking on the tool name, which is a link to its tool status page. The tool status page contains the tool information that the developer provided on the registration form and a set of Developer Tools on the left side of the web page. On the right side of the web page, the "What's next?" status is provided, which gives information regarding the steps that need to be completed before the tool can be published on the hub. Any tasks that have been checked off have been completed. Tasks that have an arrow next to them are tasks that can be completed now.

Special for the administrator, there is a section of "Administrator Controls" on the left side of the page, under the Developer Tools. To create the tool project, the admin must press the link labeled "Add Repo". This starts a process that creates a Subversion source code repository, Trac project wiki pages, and sets up access for the tool for the users listed on the development team. When the process has completed, the results are displayed for the administrator to see. A green box generally means nothing catastrophic has happened and the tool project area has been successfully created. In the case something fails, a red box will be displayed listing the errors encountered. Running the process multiple times by repeated presses of the "Add Repo" link generally has no harmful effects, in that if the pieces of the project area already exist, they will not be overwritten, and if they do not exist, they will be created.

The last step to creating the tool project area is to flip the status of the project from Registered to Created and pressing the "Apply change" button at the bottom of the Administrator controls.

Created to Uploaded
After the tool project has been created, the tool developer needs to upload their tool source code into the source code repository. This is a user task. Instruction listing out the commands involved with upload source code to the project's source code repository are easily accessible from the tool status page in the tool pipeline. Start by accessing the tool pipeline web page https://yourhub.org/tools/pipeline. Find the tool project on the tool pipeline web page, and click on the tool project’s name. This is a link which leads to the tool status page. While in the Created state, the "What's next?" section on the right side of the web page contains a link to the instructions. We will review the requirements for installing a tool in the HUB environment and the process of doing so.
There are four requirement for installing a tool in the HUB environment:

1. Source code
2. Graphical User Interface
3. Makefile
4. Invoke script
Source code includes all files related to running the application with the tool.xml and possibly a wrapper script as the exceptions. Source code is needed as a part of the installation process. No binaries from the source code of the application should be stored in source code repository. It is alright to store binary data files, like images, in the source code repository, but in most other cases, storing binaries from the application instead of the actual source code leads to future compatibility problems, even when the binaries claim to be platform independent.

Rappture

Graphical User Interface

All tools need a graphical user interface. There are several toolkits available including Qt, GTK, wxWidgets, and Tcl/Tk. If your tool does not already have a graphical user interface, we suggest using Rappture (http://rappture.org). With Rappture, you can quickly develop a graphical user interface that can guide users through the process of running the tool and viewing results, all in one application. Rappture also include many hooks into the HUB infrastructure, which makes it a great choice for tool developers.

Makefile

All tools need a Makefile. The Makefile holds the instructions for compiling and installing binary files. Even tools that do not have source code that needs to be compiled still need a Makefile.
Invoke script

All tools need an invoke script. Invoke scripts hold details about how to launch to the tool in the HUB environment. Generally, invoke scripts are very simple, one line calls to the HUB invoke script with a few options.

While generating the source code and graphical user interface are outside of the scope of this tutorial, details will be given later regarding creation of a typical Makefile and invoke script.

There are eight steps related to uploading source code to the source code repository.

1. Checkout a copy of the tool's source code repository.
2. Add source code to the src directory of the tool's repository.
3. Add a Makefile in the src directory of the tool's repository.
4. Add tool.xml to the Rappture directory of the tool's repository.
5. Check the middleware/invoke script.
6. Test the code in the workspace.
7. Clean the directories before committing.
8. Commit the changes from the local copy of the repository.

All of these steps can be performed from within the workspace.

The first step of uploading source code to the source code repository is to checkout a copy of the tool's source code repository. This can be done by using the svn checkout command.

```
svn checkout https://yourhub.org/tools/toolname/svn/trunk toolname
```

In the example, replace "yourhub.org" with the name of the hub hosting the tool's source code repository. Also, substitute the term "toolname" with the shortname of the tool. Executing this command will download a copy of the tool's source code repository from the repository server, hosted on "yourhub.org", and place the copy on the machine where the command was executed. If the command was executed inside of a workspace, the copy of the tool's repository server will be made inside of the workspace. This copy will be referred to as the local copy of the tool's source code repository. The local copy of the repository will be stored in a directory,
with the name substituted for "toolname".

The second step of uploading source code to the source code repository is to add source code to the src directory of the tool's repository. This can be done with the svn add command. This step involves (1) changing directories into the local copy of the repository, here referred to as toolname, (2) copying source code files into the src directory, and (3) lastly using the svn add command to notify the local repository that files need to be added to the source code repository.

```
Line   Example:
1      cd toolname
2      cp /apps/rappture/examples/zoo/curve/curve.tcl src/curve.tcl
3      svn add src/curve.tcl
```

All files will need to be added to the source code repository. They can be done one by one, as shown above, or by directory.

The third step of uploading source code to the source code repository is to add a Makefile to the src directory. The svn add command will be used to complete this task. If a Makefile does not exists, one can easily be created using a text editor. In the workspace, the gedit program is a convenient text editor. From within the toolname directory, issue the command:
gedit src/Makefile

cd toolname
gedit src/Makefile

svn add src/Makefile

If no Makefile exists, add the following text to the file.
In this example, the source code is a single tcl script named curve.tcl. Since the source code does not need to be compiled in this case, the "all" target is empty. If there was source code to be compiled, line 2 would be tabbed in once and include a compile line like "gcc -o curve curve.c". The install target, starting on line 3, is responsible for installing the executables and related scripts into the ../bin directory. Executables should be placed in the bin directory. Line 4 is the action of the install target. It uses the shell program named "install" to move the files from the src directory to the bin directory, and appropriately set the permissions of the file. The clean target, on line 6, is responsible for removing files temporary files, usually left over from compilation. The distclean target, on line 8, calls the clean target from line 6, and then removes the tcl script that was placed in the bin directory by the install target. The distclean target is responsible for removing any files that were generated be install target. After running the distclean target, the local repository should be in the same state as when it was first checked out.
Once the Makefile has been created, save the file and exit the gedit program. Lastly run the `svn add` command on the file `src/Makefile` to add it to the local copy of the source code repository.

The fourth step of uploading source code to the source code repository is to add the `tool.xml` file to the Raptpture directory. To add the `tool.xml` file to the local copy of the source code repository, first copy the file into the Raptpture directory, then use the `svn add` command to notify the local copy of the repository that a file needs to be added.

```
cp ~/examples/zoo/curve/tool.xml rappture/tool.xml
edit rappture/tool.xml
svn add rappture/tool.xml
```

The fifth step of uploading source code to the source code repository is to check the middleware/invoke script. Inside of the middleware directory, there should exist a file named `invoke`. If the file does not exist, use gedit to create it, then add it to the repository using the `svn add` command, just as was done for the Makefile in step 3. The `invoke` script is responsible for setting up the tool environment and launching the tool when a user clicks the Launch button from the tool resource page. The default invoke script looks like this:

<table>
<thead>
<tr>
<th>Line</th>
<th>Example:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td><code>cp /apps/rappture/examples/zoo/curve/tool.xml rappture/tool.xml</code></td>
</tr>
<tr>
<td>2</td>
<td><code>svn add rappture/tool.xml</code></td>
</tr>
</tbody>
</table>
In the example above, the invoke script calls the HUB invoke script located at /apps/rapptune/invoke_app. On older hub setups, /apps/rapptune/invoke_app is a file that only supports launching rapptune applications. On newer hub setups, /apps/rapptune/invoke_app is a link to /apps/involve/current/invoke_app, which is capable of launching all rapptune applications and a majority of non-rapptune applications.

The invoke_app script accepts a number of flagged options. Some of the more popular ones include:

-\texttt{\textasciitilde r} Rapptune version (current, dev)
-\texttt{\textasciitilde t} tool name
-\texttt{\textasciitilde T} tool root directory
-\texttt{\textasciitilde e} environment variable to set
-\texttt{\textasciitilde p} add a path to the PATH environment variable
-\texttt{\textasciitilde C} command to launch the tool
-A additional arguments to add to the command for launching the tool
-c commands to start in the background before launching the tool, like \texttt{filexfer}

The example above takes advantage of the -t flag to tell \texttt{invoke\_app} that the name of the tool is "toolname". The \texttt{invoke\_app} script contains more details about the available flags and how to use them.

The last task of this step is to ensure the middleware invoke script has execute permissions. This is accomplished by using the shell’s \texttt{chmod} command:

\begin{verbatim}
chmod 755 middleware/invoke
\end{verbatim}

The sixth step of uploading source code to the source code repository is to test the tool in a workspace. If the tool runs properly in a workspace when started from an invoke script, it is very likely that it will run properly when installed in the hub environment. Testing the code in the workspace also exercises the \texttt{Makefile} and invoke script, ensuring they are also functioning properly. Here are the commands:
In the above example, the code is compiled and installed by (1) changing directories into the src directory, and (2) issuing the command "make all install". The shell command "make" looks for a file named Makefile, and runs the targets specified as its arguments. In this case, it runs the all and install targets. Next (3) change directories back to the tool's root directory and run the middleware/invoke script, providing the option "-T $PWD". Recall from earlier, the -T option specifies the tool root directory. The $PWD environment variable hold the present working directory, which in this case also happens to be the tool's root directory. When the Rappture GUI appears, press the simulate button to make sure the tool runs correctly.

It is important that this step is successfully completed by the tool developer. This is the same sequence of events that the administrator will do when installing the tool in the HUB environment. Any failures encountered while running this step will most likely be encountered again when installing the tool in the HUB environment, so they should be resolved prior to changing the tool status to Uploaded in the tool pipeline.
The seventh step of uploading source code to the source code repository is to clean up the local copy of the repository before committing. This will again utilize the Makefile located in the src directory. Here are the commands:

```
1       cd src
2       make distclean
3       cd ../
```

Earlier the Makefile was setup with a distclean target to clean up all files generated from the installation of the tool's source file. In this example, the distclean target of Makefile is called to do the cleanup of the previous install. It is important to clean up the repository before committing to avoid placing unnecessary binary and other temporary files into the source code repository stored on the repository server.

The eighth and last step of uploading source code to the source code repository is to commit the changes from the local copy of the repository to the repository server. This is accomplished by using the command `svn commit`. The `svn commit` command accepts the `--message` flag along with a message. With every commit to the repository, a message should be included detailing what is being committed. This will help later when searching for specific versions of the
tool in the source code repository. Commits can be made from any directory in the local copy of the repository, but will only include files and directories underneath the present working directory. For this reason it is usually convenient to commit from the local copy of the repository's root (top) directory. Here is an example commit command with a message:

```
svn commit --message "initial upload of code"
```

After issuing the `svn commit` command, a prompt may appear requesting a username and password. Enter the username and password credentials for the HUB hosting the tool's source code repository.

Once the tool's source code has been uploaded to the repository server, the tool's status can be changed to Uploaded. Go to the tool's status web page in the tool pipeline, it can be found through the tool pipeline web page:

To make sure the source code was successfully committed, use the Timeline link under the Developer Tools section on the left side of the web page. The Timeline link will open a web page with the tool's project area. Note that the tool's project area may have restricted access that requires the user to login. The timeline lists out the most recent changes to the source code repository. The most recent changes for uploaded code should be listed at the top. Make sure the uploaded code is listed in the Timeline.

Back on the tool's status web page in the tool pipeline, there should be a "We are waiting for You" section under the "What's next?" section on the right side. When ready to change the status of the tool from Created to Uploaded, click the link labeled "My code is committed, working and ready to be installed". Clicking the link will change the status.
Once the tool has been uploaded by the tool developer, it can be installed in the HUB environment. This is an admin task. Navigate to the tool's status web page in the tool pipeline. Under the Administrator Controls section, on the left side of the web page, will be a link labeled Install. Clicking the Install link will start the installation background process which performs an svn checkout of the tool's source code repository into the /apps directory. The next step requires that the administrator login to the system, become the "apps" user, and compile the code. This can all be accomplished within a workspace.
Inside of a workspace issue the following commands in an xterm:

1. Login as the apps user to compile code.

2. Inside of a workspace issue the following commands in an xterm:
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**Example:**

1. `sudo su - apps`
2. `cd /apps/toolname/dev/src`
3. `make all`
4. `make install`

Become the apps user by using the shell's sudo command. If there are errors while becoming the apps user, go back to the beginning of this tutorial and ensure the login account being used is a member of the "apps" group. Change directories to the tool's installed dev directory, /apps/toolname/dev. Inside of the src directory, run the "make all" and "make install" commands to compile and install the code.

When the source code has been compiled and installed, go back to the tool's status page in the tool pipeline, flip the status from Uploaded to Installed, and press the Apply change button. Pressing the Apply change button will update the tool status web page.
On the updated page, a Launch tool link will be made available, on the right side of the page, in the "What’s next?" section. Click the Launch tool link and verify that the tool properly launches and runs.
Installed to Updated
It is the tool developer’s responsibility to test the operation of the tool and validate that it generates acceptable results. The tool developer may find an error or otherwise needs to update the code in the source code repository and have the tool reinstalled. Updating the tool is a user task. Any new changes to the tool should be committed to the source code repository. Next, the tool’s status in the tool pipeline should be changed to the Updated state. Changing the status will notify the administrator that the tool is ready to be installed again.

Installed to Approved
When the tool developer feels the tool is working properly, the approval process can be started. Tool approval is a user task. To approve a tool, the tool information page must be created. The tool information page is the web page listing the authors of the tool, credits, publications, and screen shots. To create the tool information page, click the "Create this page" link in the "What's next?" section on the tool status page in the tool pipeline.
During the process of creating the tool information page, the necessary information will be collected and formatted. At the end of the process a preview page will be provided. The tool developer will need to confirm the layout and information on the preview tool page.
The tool developer will also need to choose a license under which the project will be published. Be sure to replace the template text in the license with the appropriate information.
Finally, approve the tool by pushing the button labeled "Approve this tool". The status on the tool's status page in the tool pipeline will automatically be updated.
**Contribtool: Approve New Tool Release**

**Tool Information**
- **Title**: Fun with Trigonometric Functions
- **Version**: 1.0
- **Description**: See the graphs for different trigonometric function over various input ranges
- **Tool Access**: open to public
- **Source code**: open source
- **Project Area Access**: open to public
- **Screen Size**: 780x696
- **Developers**: dkearney
- **Authors**: N/A

**Tool License**

```
Copyright (c) 2010, Derrick Kearney
All rights reserved.

Redistribution and use in source and binary forms, with
or without modification, are permitted provided that the
following conditions are met:

Redistributions of source code must retain the above
copyright notice, this list of conditions and the
following disclaimer.
Redistributions in binary form must reproduce the above
copyright notice, this list of conditions and the
following disclaimer in the documentation and/or other
materials provided with the distribution.
```

---

**Approved to Published**
To publish a tool in the Approved state, the administrator must click the Publish link in the Administrator Controls on the tool's status page in the tool pipeline. This is an admin task. Clicking the Publish link updates the database, exposing the tool information page on the HUB. From the tool information page, the tool can be launched using the Launch tool link. The Publish link will run the publishing process and return the results to the administrator. Similar to the Installed state, successful completion will result in a green box with results. Failure will result in a red box with errors. After the results have been presented, flip the status from Approved to Published. and press the Apply change button.
Published to Updated
When the tool developer is ready to start testing a new release of the tool, they will commit all changes to the source code repository, and change the status on the tool's status page in the tool pipeline, from Published to Updated. Changing the status from Published to Updated does not unpublish or otherwise change the state of the already published tool. Changing the status will notify the administrator that the tool needs to be reinstalled. From here, the Install-Approve-Publish cycle continues.

**Published to Retire**
The tool developer has the option of retiring a tool. Generally, published tools are not retired, and live in perpetuity. Changing the status from Published to Retired places the tool in a state where nobody can run it from the tool information page. The tool information page will still exist, as a placeholder for the previously published resource.
Support Tickets

Tickets: Best Practices

Users can create tickets when they experience a problem on the Hub that is not answered in Questions and Answers or Knowledge Base. Tickets are ways to report bugs or issues that they experienced with the Hub. Administrators are then able to access the Support component to help solve these issues.

In order to understand how tickets are submitted by users, read our Hub User Support Documentation. It is important to learn about giving Hub Managers/Administrators the proper permissions to access the Hub's tickets and setting up custom ticket messages and categories. Learn about how you can complete these tasks by reading our Hub Manager Support Documentation.

When a new ticket is submitted by a user, it is best if a Hub Manager/Administrator tries to respond with an initial message which notifies the customer that their ticket has been received by the Hub team and will be worked on shortly.

The Hub Manager/Administrator would then review the ticket and see if the user provided enough information to understand either the Issue, Request or Question.

- **Issue**: A problem ("bug") the user experienced on the Hub or "bug"; a matter or situation regarded as unwelcome by the user.
- **Request**: An act of asking for a change in feature design or permission to access an area of the Hub currently restricted.
- **Question**: An inquiry about a feature or item related to the Hub or Hub's community.

Best practices indicate that these three questions should be answered either by the user or can be filled in by the Hub Manager/Administrator after reviewing the ticket:

1. What was the user trying to do?
2. What did they expect to happen?
3. What actually happened?

For example, John Doe submitted this ticket:
The Hub Manager/Administrator understands that from John Doe's description, he has reported an Issue and can answer the following questions:

1. What was the user trying to do?
   Trying to search for the word 'test' in the Forums feature.

2. What did they expect to happen?
   The user expected to page to load with search results related to 'test'

3. What actually happened?
   The user received a 500 error (see screenshot provided by user)

Once the ticket has been appropriately addressed and understood by a Hub Manager/Administrator, it can then be assigned to the appropriate individual or group (i.e. software developers, Hubzero Development Team, etc.). By following these best practices, both users and Hub management teams can experience an efficient and professional service relationship.
Site Notices

Overview

1. Login to the Hub’s /administrator.
2. Hover over Extensions and then click Module Manager from the drop-down.

3. You should now be presented with a list of all the modules installed on your site. There are a variety of methods to find the specific module you wish to edit: you can filter by selecting position, type, or even state (enabled, disabled). The site notice module would be in position notices and of type mod_notices. You may also search for notices in the filter search box or scroll to the bottom of the page and navigate your way through the entire list. Once found, click the module name to edit it.

4. Once in edit mode you will be presented with some options such as the title, position, etc. Typically, you will not need to edit anything found in the Details section. The items that will most often be changed are under Parameters. Here you can set the following:

   Start Publishing
This determines when you wish the site notice to start showing on the site.

Finish Publishing
This determines when you wish the site notice to stop showing on the site.

Alert Level
3 levels available: low, medium, and high. This determines the appearance of the site notice (such as eye-catching red for “high”).

Module ID
A CSS ID to be applied to the module. Typically, you will not need to change this.

Message
The notice you wish to display.

**Note:** The “Position” must be set to Notices, otherwise the banner will not show up, or it will not show up where you intended it to.

5. Once your parameters are set, move down to the **Menu Assignment** portion. This section determines what pages of your site you wish the notice to appear on. This will typically be set to All.

**Note:** If the menu assignment is set to none, your notice will NOT appear on any page of the site, even if it is published and the timeframe is within the publishing window set in the **Parameters** section.

6. Return to the top of the page and click **Save** in the upper right portion of the page.
Scheduled Tasks

Overview

A cron component is available for managing and running scheduled tasks for your Hub.

The Cron Job Manager can be found by logging into the /administrator interface. Once logged in, hover over Components and clicking on Cron from the drop-down.

What is cron?

Cron is the name of program that enables unix users to execute commands or scripts (groups of commands) automatically at a specified time/date. It is normally used for sys admin commands.

A hub has a specific cron job that calls to the CMS. From there the code executes a list of jobs that can be created, published/unpublished, modified, and deleted via the administrator interface.

Create/Edit Jobs

When you create a new job, you will select the event to trigger. Each event calls to a specific plugin and performs its own set of tasks.

All jobs have two sections that are the same: Details and Recurrence. The Parameters are different for each event.
Details

Event
This displays the system name of the module. No entry is allowed.

Title
The Title of the Module.

State
Whether or not the job is enabled. If "No", the job will not be run.

Recurrence
This is how often a job should be run. Several common values are provided--such as "run once a day, midnight"--with the option to specify your own by selecting "custom" from the drop-down list.

Recurrence
Parameters

State: Published

PARAMETERS

Tickets with severity

All

For users in group

RECURRENCE

This will vary between events.